条件分岐とは

プログラミングでは「ある条件を満たすときだけこの処理を実行したい」という場面が沢山出てくる

そこで使うのが条件分岐というもの。

Javaで条件分岐を使うときには、if文がよく使われる

条件分岐とは、条件によって処理を分けること、ユーザーの操作やシステムの状況に対して、正しく動作するソフトウェアを開発するためには、条件分岐が欠かせない。

例えば、条件分岐は身近なサービスにも使われていて、Googleのログイン画面では以下のような条件分岐がされている

* パスワードが合っている場合→アカウント画面を表示
* パスワードが間違っている場合→エラーメッセージを表示

ユーザーによってはパスワードの入力を間違えてしまうケースもある、そのような場合に間違えてログイン成功時のアカウント画面を見せたらまずい事になる

しかし、上記のように条件分岐を行えば、パスワードが合っていた時にだけログイン可能となる、ユーザーの操作内容に応じて、ソフトウェアの動作を切り替えられる。

Javaで条件分岐させる時の書き方として、主に２種類ある

・if文

・switch文

if文は自由度が高く、基本的にどんな条件分岐でも実装可能、状況によってはswich文を使った方がスマートな形で条件分岐を行える

if文の書き方

条件分岐の中でもポピュラーなif文は、大半のプログラミング言語で使えます。Javaでif文を使うときの最もシンプルな書き方として、まず以下を押さえましょう。

if( 条件式 ) {

条件式がtrue（真）のときの処理

}

上記のif文は「もし条件式が成り立つならば、{ }内の処理を行う」という意味

条件式とは、処理を行う条件を満たしているか判定するための式のこと。

条件式は、条件が成り立てばtrue（真）、成り立たなければfalse（偽）という結果を導き出します。true・falseは、[4章](https://terakoya.sejuku.net/programs/128/chapters/1717)で学んだ論理型（boolean型）のデータです。

if文は、条件式がtrueのときだけ{ }内の処理を行い、falseなら処理を行いません。

if文の基本的な処理

例として、以下のプログラムをみてください。これは、年齢が18歳未満のときは「未成年です」、18歳以上のときは「成人です」と表示するプログラムです

int age = 17; // 年齢

//【条件式1】年齢が18未満かどうか

if( age < 18 ) {

// 年齢が18歳未満の場合

System.**out**.println("未成年です");

}

//【条件式2】年齢が18歳以上かどうか

if( 18 <= age ) {

// 年齢が18歳以上の場合

System.out.println("成人です");

}

上記では、2つのif文で条件分岐しています。それぞれの条件式は以下のとおりです。

* 【条件式1】変数age（年齢）が18未満かどうか
* 【条件式2】変数age（年齢）が18以上かどうか

ageは最初に17としているため、成り立つのは条件式1のみです。そのため、条件式1の処理だけが実行され、条件式2の処理は実行されません。

上記の条件式1と条件式2は表裏一体で、必ずどちらか一方だけが成り立ちます。このようなケースでは、以下のように**else句**を使うことで1つにまとめることも可能です。

if( 条件式 ) {

条件式がtrue（真）のときの処理

} else {

条件式がfalse（偽）のときの処理

}

条件式が成り立つときは最初の{ }内が実行され、成り立たないときは2つ目の{ }内が実行されます。先ほどのif文2つをelse句でまとめると、以下のようになります。

//年齢が18未満かどうか判定

if( age < 18 ) {

// 年齢が18歳未満の場合

System.out.println("未成年です");

} else {

// 年齢が18歳以上の場合

System.out.println("成人です");

}

このようにif文を使うことで、条件が成り立つとき・成り立たないときで処理を切り替えられます。Javaに限らずプログラミングではif文をよく使う

条件式に使う比較演算子

条件式で使われていた「<」や「<=」は、**比較演算子**と呼ばれます。「A < B」のように比較演算子の両隣にデータを書くことで、2データの大小関係などを比較できます。

Javaの条件式に使う、主な比較演算子は以下のとおりです。

| **比較演算子** | **処理の内容** |
| --- | --- |
| == | 2つの値が等しい場合はtrueを返す（等価演算子）。 |
| != | 2つの値が等しくない場合はtrueを返す。 |
| > | 左辺の値が右辺の値よりも大きい場合はtrueを返す。 |
| >= | 左辺の値が右辺の値以上の場合はtrueを返す。 |
| < | 左辺の値が右辺の値よりも小さい場合はtrueを返す。 |
| <= | 左辺の値が右辺の値以下の場合はtrueを返す。 |

なお「trueを返す」とは、条件式から「true（成り立つ）という結果が導き出される」ことを意味します。これはif文に限らず、以下のようなプログラムでも簡単に確認できます。

System.out.println(1 != 2); // 条件式1

System.out.println(1 == 2); // 条件式2

「1 != 2」は「1と2は等しくない」、「1 == 2」は「1と2は等しい」という意味です。条件式1は成り立つためtrueが返され、条件式2は成り立たないためfalseが返されます。

補足1：論理型のデータは比較演算子なしで条件式に使える

true（真）またはfalse（偽）だけを表す論理型（boolean型）を学びました。論理型のデータは、比較演算子なしで条件式に使えます。

たとえば、成人かどうかを表す論理型の変数「isAdult」があるとしましょう。変数isAdultがtrueなら成人、falseなら未成年を意味します。

先ほどのif文で変数isAdultを使うとすれば、以下のような書き換えが可能です。

boolean isAdult = false; // 成人かどうか（true：成人／false：未成年）

if(isAdult) {

// 年齢が18歳以上の場合

System.**out**.println("成人です");

} else {

// 年齢が18歳未満の場合

System.out.println("未成年です");

}

整数型の変数age（年齢）で条件式を判定する場合は、比較演算子で「18」と比較する必要がありました。しかし論理型の変数isAdultであれば、変数名を( )内に書くだけでOKです。

このとき、変数isAdultがtrueなら最初の{ }内の処理が、falseなら2つ目の{ }内の処理が実行されます。先ほどとは反対に、成人の処理が先になっている点に注意が必要です。

なお、boolean型変数の頭に「!」（エクスクラメーションマーク）を付けると、条件式を反転できます。つまり、「boolean型変数がfalseかどうか」という条件です。

たとえば上記の条件式に「!」を使うと、条件式は「変数isAdultがfalseかどうか」、つまり「未成年かどうか」という条件になります。直前の例と処理が逆になりますね。

if(!isAdult) {

// 年齢が18歳未満の場合

System.out.println("未成年です");

} else {

// 年齢が18歳以上の場合

System.out.println("成人です");

}

変数isAdultがtrueなら、条件式は成り立たないことになり、2つ目の{ }内が実行されます。

このように論理型のデータを使うときは、比較演算子を使わず条件分岐が可能です。

補足2：浮動小数点型のデータをそのまま比較するのはNG

if文などの条件式で浮動小数点型のデータをそのまま比較するのは避けましょう。4章で学んだとおり、浮動小数点型は誤差が発生する場合があり、正確に比較できないためです。

たとえば以下の式では、float型とdouble型の変数に対して、それぞれ「12.3」を代入。そして、「2つの変数の値が等しいかどうか」という条件式の結果を表示しています。

float valFloat = 12.3F;

double valDouble = 12.3;

System.out.println(valFloat == valDouble);

どちらの変数にも「12.3」が入っているため、条件式が成り立ち、trueが表示されそうですよね。しかし実行すると、以下のようにfalse（成り立たない）と表示されます。

これは、一見同じに見える「12.3」でも、わずかな誤差が発生しているためです。このように、浮動小数点型には誤差が付き物のため、そのままでは厳密な比較ができません。

浮動小数点型の2データを厳密に比較したい場合、以下のような方法があります。現時点では「こんな方法もあるんだ」程度に受け取っておけばOKです。

比較する2データの差を取り、誤差が許容範囲であることを確認する

2データを整数型に変換してから比較する（小数部分が無視できる場合）

数値を文字列のように扱える「BigDecimalクラス」を使用する

参考までに、1つ目の方法で誤差をケアするサンプルコードを載せておきます。valFloatとvalDoubleの差をabs()メソッドで求め、許容範囲（0.0001）以内かチェックする例です。

余力のある人は、同じようにソースコードを書いて実行してみるとよいでしょう。

float valFloat = 12.3F;

double valDouble = 12.3;

// 0.0001までの誤差は許容範囲とみなし、等しいと判定する

if( Math.abs(valFloat - valDouble) <= 0.0001 ) {

System.**out**.println("2つの変数値は等しいです(誤差は許容範囲)");

} else {

System.out.println("2つの変数値は等しくありません");

}

なお、abs()メソッドは絶対値（マイナスを取った値）を求めるもの、詳しくは後ほど解説

上記を実行すると、誤差が許容されて、2データは同じ値と判定されます。

ほかにも浮動小数点型を正確に比較する方法はありますが、長くなるためここでは割愛します。浮動小数点型のデータは、正確に比較するのが難しいと覚えておきましょう。

if文を書いてみよう

では、実際にif文を書いてみましょう。簡単なくじ引きプログラムを作成します。0〜9の乱数（ランダムな数）を生成し、乱数に応じて当たりはずれを表示するプログラムです。

ここで作成する条件分岐は、以下の3パターンです（else ifについては後述）。

ifのみを記述するパターン（もし○○なら●●する）

ifとelseを記述するパターン（もし○○なら●●し、それ以外なら▲▲する）

ifとelse if、elseを記述するパターン（もし○○なら●●し、そうでなく□□なら■■し、それ以外なら▲▲する）

順番にやっていきましょう。

ifのみを記述するパターン（もし○○なら●●する）

まずは、値が9なら「大当たりです」と表示するプログラムを作成します。大まかな処理の流れは以下のとおりです。

0～9の乱数を生成し、変数randNumに代入する

変数randNumの値が9であれば、「大当たりです」という文字列を出力する

Javaには、数学的な処理を簡単に行えるMathクラスという便利なクラスがあります。乱数の生成には、Mathクラスのrandom()メソッドを使います

「Math.random()」のように書くと、0～1の範囲にある小数がランダムで出力されます。たとえば、Math.random()の結果を3回表示したときの結果は、以下のようになりました。

0.4312996933409997

0.7710649699670171

0.5742445873408349

実行するたびに、出力される小数の値が変わるのです。小数第一位は0～9のいずれかとなるため、上記の乱数を10倍して小数部分を切り捨てれば、0～9の乱数が得られます。

では、実践しましょう。以下のようにソースコードを書いてください。

package text;

public class section07 {

public static void main(String[] args) {

// ０～９のいずれかをランダムに生成（乱数を１０倍して小数部分を切り捨て

int randNum = (int)(Math.**random**() \* 10);

// 乱数randNumの値を出力

System.**out**.println(randNum);

// 当たりはずれの判定

if( randNum == 9 ) {

System.**out**.println("大当たりです");

}

}

}

実行結果

**9**

**大当たりです**

以下の箇所では、乱数を10倍した結果から整数部分だけを抽出するために、int型でキャストしています

int randNum = (int)(Math.random() \* 10);

実行のたびに表示される数字は0〜9の範囲で変わります。9が表示されるまで、繰り返しプログラムを実行してください。

変数randNumの値が9以外のときは、何も表示されません。「randNum == 9」（randNumが9に等しい）が成り立たず、if文の{ }内を通らないためです。

しかし、変数randNumの値が9になると、以下のように「大当たりです」と表示されます。

if文の条件式が成り立つとき・成り立たないときで、処理が分岐することを確認できました。

ifとelseを記述するパターン（もし○○なら●●し、それ以外なら▲▲する）

次は前述のelse句を用いて、if文の条件式が成り立たないときに「はずれです」と表示するソースコードを書きましょう。if文の部分にelse句がつくこと以外は、先ほどと同様です。

**package text.section07;**

**public class IfSyntax02 {**

**public static void main(String[] args) {**

**// TODO 自動生成されたメソッド・スタブ**

**// ０～９のいずれかをランダムに生成**

**int randNum = (int)(Math.random() \* 10);**

**// 乱数randNumの値を出力**

**System.out.println(randNum);**

**// 当たりはずれの判定**

**if( randNum == 9 ) {**

**System.out.println("大当たりです");**

**} else {**

**System.out.println("はずれです");**

**}**

**}**

**}**

実行結果（randNumが9のとき）

9

大当たりです

実行結果（randNumが0～8のとき）

5

はずれです

このように、条件式が成り立たないときも処理したい場合は、if文にelse句を組み合わせましょう。

ifとelse if、elseを記述するパターン（もし○○なら●●し、そうでなく□□なら■■し、それ以外なら▲▲する）

最後に、前項のプログラムに条件をプラスしましょう。「大当たり」「はずれ」はそのままに、変数randNumが8のときは「当たりです」と表示するようにします。

大まかに、以下のような条件分岐となります。

変数randNumが9のときは、「大当たりです」と表示する

変数randNumが8のときは、「当たりです」と表示する（これから追加）

それ以外のときは、「はずれです」と表示する

2つ以上の条件式で分岐させたい場合は、以下のようにelse if句を使います。ifとelseは1つの条件分岐で一度しか記述できませんが、else if句はいくつでも追加できます。

if( 条件式A ) {

条件式Aがtrue（真）のときの処理

} else if( 条件式B ) {

条件式Aはfalse（偽）だが、条件式Bはtrue（真）のときの処理

} else {

条件式Aも条件式Bもfalse（偽）のときの処理

}

今回の場合は、変数randNumが8のときに「当たりです」と表示する条件分岐をelse if句で追加します。以下のようにソースコードを書きましょう。

package text.section07;

public class IfSyntax03 {

public static void main(String[] args) {

// **TODO** 自動生成されたメソッド・スタブ

// ０～９のいずれかをランダムに生成

int randNum = (int)(Math.**random**() \* 10);

// 乱数randNumの値を出力

System.**out**.println(randNum);

// 当たりはずれの判定

if( randNum == 9) {

System.**out**.println("大当たりです");

} else if (randNum == 8) {

System.**out**.println("当たりです");

} else {

System.**out**.println("はずれです");

}

}

}

これまでと同じように、繰り返し実行してみましょう。変数randNumの値によって「大当たりです」「当たりです」「はずれです」の3種類が表示されればOKです。

実行結果（randNumが9のとき）

9

大当たりです

実行結果（randNumが8のとき）

8

当たりです

実行結果（randNumが0～7のとき）

5

はずれです

このように、複数の条件式で分岐させる場合はif-else文にelse if句を組み合わせましょう。

「かつ」「または」で複数の条件式を組み合わせる方法

これまでは、if文の( )内に記述する条件式が1つだけでした。しかし、以下のように複数の条件式を組み合わせたい場合もあります。

男性かつ20歳以上のとき

月曜日または水曜日のとき

「かつ（and条件）」「または（or条件）」のように複数の条件式を組み合わせるときは、論理演算子を使います。主な論理演算子は、以下の2つです。

| **論理演算子** | **処理の内容** |
| --- | --- |
| && | 条件式2つがともに成り立てばtrueを返す（AかつB）。 |
| || | 条件式2つの片方でも成り立てばtrueを返す（AまたはB）。 |

以下のようにソースコードを書いてください。random()メソッドを用いて0〜4の乱数を生成し、「かつ」「または」の条件分岐を行っています。

package text.section07;

public class IfSyntax04 {

public static void main(String[] args) {

// **TODO** 自動生成されたメソッド・スタブ

// ０～４のいずれかをランダムに生成

int randNum = (int)(Math.**random**() \* 5);

// 乱数randNumの値を出力

System.**out**.println(randNum);

// randNumが１より大きいかつ３より小さい

if( (1 < randNum) && (randNum < 3 ) ) {

System.**out**.println("randNumは１より大きい、かつ３より小さい値です");

} else {

System.**out**.println("and条件が成り立ちません");

}

// randNumが１に等しいまたは３に等しい

if((randNum == 1 ) || (randNum == 3)) {

System.**out**.println("randNumは１、または３です");

} else {

System.**out**.println("or条件が成り立ちません");

}

}

}

条件式が複数ある場合は、以下のように括弧でまとめると読みやすくなります。「&&」や「||」は優先順位が低い（処理される順番が遅い）ため、なくても誤動作にはなりません。

if( (1 < randNum) && (randNum < 3) ) { 2

実行する前に、and条件・or条件を満たすケースを整理しましょう。randNumが0〜4の乱数だと考えれば、それぞれを満たすのは以下のケースです。

and条件（1より大きい、かつ3より小さい）→randNumが2のとき

or条件(1に等しい、または3に等しい）→randNumが1または3のとき

上記を踏まえて、プログラムを何回か実行しましょう。以下のように、3種類の表示結果となればOKです。

変数randNumの値が2のとき（and条件を満たすが、or条件は満たさない）

2

randNumは1より大きい、かつ3より小さい値です

or条件が成り立ちません

変数randNumの値が1、3のとき（or条件を満たすが、and条件は満たさない）

1

and条件が成り立ちません

randNumは1、または3です

変数randNumの値がそれ以外（0、4）のとき（どちらの条件も満たさない）

0

and条件が成り立ちません

or条件が成り立ちません

複数の条件式を組み合わせるときは、このように「&&」や「||」を使いましょう。

まとめ

用語

条件分岐：条件によって処理を分けること

条件式：条件が成り立つかどうかを判定する式のこと

成り立つならtrue（真）、成り立たないならfalse（偽）を返す

条件式には比較演算子を使う

浮動小数点型のデータをそのまま比較するのはNG

比較演算子 処理の内容

== 2つの値が等しい場合はtrueを返す（等価演算子）。

!= 2つの値が等しくない場合はtrueを返す。

> 左辺の値が右辺の値よりも大きい場合はtrueを返す。

>= 左辺の値が右辺の値以上の場合はtrueを返す。

< 左辺の値が右辺の値よりも小さい場合はtrueを返す。

<= 左辺の値が右辺の値以下の場合はtrueを返す。

文法

条件分岐は主にif文・switch文を使う

if文の最もシンプルな書き方（条件式がtrueのときのみ処理を行う）

if( 条件式 ) {

条件式がtrue（真）のときの処理

}

条件式がfalseのときも処理を行いたい場合

if( 条件式 ) {

条件式がtrue（真）のときの処理

} else {

条件式がfalse（偽）のときの処理

}

複数の条件式で条件分岐したい場合（条件式の数に応じてelse if句を追加）

if( 条件式A ) {

条件式Aがtrue（真）のときの処理

} else if( 条件式B ) {

条件式Aはfalse（偽）だが、条件式Bはtrue（真）のときの処理

} else {

条件式Aも条件式Bもfalse（偽）のときの処理

}

複数の条件式を組み合わせるときは論理演算子を使う

論理演算子 処理の内容

&& 条件式2つがともに成り立てばtrueを返す（AかつB）。

|| 条件式2つの片方でも成り立てばtrueを返す（AまたはB）。

switch文

f文と同じく、switch文も条件分岐構文の1つです。switch文を学ぶ前に、まずは条件分岐とif文について復習しましょう。

条件分岐とは、条件によって処理を分けることでしたね。以下のように、ユーザーの操作などに応じて正しく処理を切り替えることが可能です。

* パスワードが合っている場合→アカウント画面を表示
* パスワードが間違っている場合→エラーメッセージを表示

![](data:image/png;base64,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)

条件分岐構文として、if文を学びましたね。if文は「条件式がtrue（成り立つ）か、false（成り立たない）か」によって、実行する処理を切り替える構文でした。

if文は「〜より大きい」「〜に等しい」など、条件式にバリエーションを付けられる自由度の高さが強みです。基本的にどのような条件分岐でも、if文を使えば実装できます。

また、以下のようにelse if句を使うことで、複数条件での分岐も可能です。

if( 条件式A ) {

条件式Aがtrue（真）のときの処理

} else if( 条件式B ) {

条件式Aはfalse（偽）だが、条件式Bはtrue（真）のときの処理

} else {

条件式Aも条件式Bもfalse（偽）のときの処理

}

しかし、if文にも欠点はあります。条件数が増えるほどelse if句もたくさん必要になり、以下のような問題が生じるのです。すべての条件分岐に、if文が適しているとは限りません。

* ソースコードの可読性が落ちる（読みづらくなる）
* 同じ変数が何度も条件式に登場して冗長になる（無駄が多くなる）

例として、if文の欠点が顕著に出ている以下のソースコードをみてください。これは、順位を表す変数「ranking」の値を参照し、適切なメダルの色を表示するプログラムです。

int ranking = 1; // 順位

//順位に応じてメダルの色を判定

if( ranking == 1 ) {

System.**out**.println("金メダル");

} else if( ranking == 2 ) {

System.**out**.println("銀メダル");

} else if( ranking == 3 ) {

System.**out**.println("銅メダル");

} else {

System.out.println("参加賞");

}

「ranking == 1」「ranking == 2」「ranking == 3」と、条件式に何度も変数rankingが登場しています。もし変数名を変更したい場合、すべての条件式を変更しなければなりません。

また、中括弧{ } が分岐の数だけあって、見た目もごちゃごちゃしています。このように、1つの変数に対して複数の条件分岐が発生するケースには、if文は向かないのです。

上記のようなプログラムで条件分岐をさせるなら、switch文のほうが適しています。

switch文の書き方

switch文は、1つの変数をもとに条件分岐させる構文です。switch文の基本的な書き方は、以下のとおり。case句（caseで始まる部分）は、条件の数だけ追加しましょう。

switch(変数名) {

case 値1 -> 変数が値1に等しいときの処理;

case 値2 -> 変数が値2に等しいときの処理;

default -> 変数がどの値とも一致しないときの処理;

}

switch文は、( )内で指定した変数の値と、各case句に指定された値を上から順番に比較します。そして、変数と同じ値が見つかり次第、そのcase句の処理を実行するのです。

どのcase句とも値が一致しなかった場合は、最後のdefault句にある処理を実行します。switch文のdefault句は、if文の最後に書くelse句に近いものです。

前節のif文で条件分岐したプログラムをswitch文で書くと、以下のようになります。

int ranking = 1; // 順位

switch(ranking) {

case 1 -> System.out.println("金メダル");

case 2 -> System.out.println("銀メダル");

case 3 -> System.out.println("銅メダル");

default -> System.out.println("参加賞");

}

if文では9行もあった条件分岐が、5行に減りました。また、中括弧{ }も変数rankingも、1度だけしか登場しません。switch文のほうが、スマートに書けていますよね。

このように、1つの変数の値に応じて処理を切り替えたい場合は、switch文が便利です。

補足：以前のswitch文の書き方も知っておこう

Javaは今でもアップデートが行われている言語であり、文法も継続的に改良されています。実はswitch文も、アップデートにともない改良が行われました。

ひと昔前のswitch文は、以下のような書き方でした。case句の書き方が先ほどとは異なり、全体的に少し複雑なことがわかりますね。

switch(ranking) {

case 1:

System.out.println("金メダル");

break;

case 2:

System.out.println("銀メダル");

break;

case 3:

System.out.println("銅メダル");

break;

default:

System.out.println("参加賞");

break;

}

また「break;」はbreak文と呼ばれるもので、1つのcaseの処理が終わったときにswitch文を終わらせるために必要です。各caseの最後には、基本的にbreak文を書く必要があります。

たとえば「case 1:」のbreak文を書き忘れると、case 1:の処理後もswitch文の処理が終わりません。「case 2:」以降の処理まで意図せず行ってしまいます（フォールスルー）。

こうしたリスクや欠点を改良するために、2020年3月リリースのJava 14以降では大幅に仕様が変わりました。「case 1 ->」のように書くことで、break文が不要となったのです。

2023年3月時点でサポートされている最新バージョンはJava 20です。そのため、Javaのバージョンがよほど古くない限りは、基本的に新しいswitch文の書き方を使えます。

今では新しい書き方が推奨されているため、古い書き方をする必要はありません。ただし、チーム開発では古いソースコードを目にする場合もあるため、存在は知っておきましょう。

switch文を書いてみよう

では、実際にswitch文を書いてみましょう。ここでは、if文との違いがわかりやすいように、前章で作成した「くじ引きプログラム」をswitch文に置き換えてみます。

くじ引きプログラムの条件分岐をswitch文に置き換えよう

くじ引きプログラムは、0〜9の乱数（ランダムな数）を生成し、その値によって当たりはずれを判定する内容でしたね。大まかに、以下のような条件分岐となります。

変数randNumが9のときは、「大当たりです」と表示する

変数randNumが8のときは、「当たりです」と表示する

それ以外のときは、「はずれです」と表示する

ifでのソースコード

//0～9のいずれかをランダムに生成

int randNum = (int)(Math.**random**() \* 10);

//乱数randNumの値を出力

System.out.println(randNum);

//当たりはずれの判定

if( randNum == 9 ) {

System.**out**.println("大当たりです");

} else if( randNum == 8 ) {

System.**out**.println("当たりです");

} else {

System.out.println("はずれです");

}

上記プログラムの条件分岐を、switch文に置き換えてみましょう。以下のようにソースコードを書いてください。

package text.section08;

public class SwitchSyntax01 {

public static void main(String[] args) {

// **TODO** 自動生成されたメソッド・スタブ

// ０～９のいずれかをランダムに生成

int randNum = (int)(Math.**random**() \* 10);

// 乱数randNumの値を出力

System.**out**.println(randNum);

// 当たりはずれの判定

switch(randNum) {

case 9 -> System.**out**.println("大当たりです");

case 8 -> System.**out**.println("当たりです");

default -> System.**out**.println("はずれです");

}

}

}

if文での条件分岐と比べてスッキリしましたね。

なお、case句の並び順に厳格な決まりはありませんが、昇順か降順で統一しましょう。以下のようにバラバラにすると、プログラムが分かりにくくなります。

case 9 -> 〇〇;

case 1 -> △△;

case 6 -> □□;

case 2 -> ××;

このようにswitch文だと、if文と同じ条件分岐をよりスッキリ表現できます。1つの変数で条件分岐させたい場合は、switch文を有効活用しましょう。

複数の条件をまとめる場合

続いて、当たりの条件を増やしましょう。変数randNumが0を「大当たり」、1を「当たり」としてみます。これから実装するプログラムの条件分岐は、以下のとおりです。

変数randNumが0または9のときは、「大当たりです」と表示する

変数randNumが1または8のときは、「当たりです」と表示する

それ以外のときは、「はずれです」と表示する

仮にif文で大当たりの条件を増やすなら、以下のように複数の条件式を「||」でつながないといけません。この書き方では、条件数が増えると大変ですね。

if( (randNum == 0) || (randNum == 9) ) {

一方、switch文で複数条件による分岐を行う場合は、値をカンマ（,）で区切ることで1つのcase句にまとめられます。

case 値1, 値2, 値3... -> いずれかの値に一致したときの処理

では、実践しましょう。以下のようにソースコードを書いてください。

package text.section08;

public class SwitchSyntax02 {

public static void main(String[] args) {

// **TODO** 自動生成されたメソッド・スタブ

// ０～９のいずれかをランダム生成

int randNum = (int)(Math.**random**() \* 10);

// 乱数randNumの値を出力

System.**out**.println("randNum");

// 当たりはずれの判定

switch(randNum) {

case 0,9 -> System.**out**.println("大当たりです");

case 1,8 -> System.**out**.println("はずれです");

default -> System.**out**.println("はずれです");

}

}

}

先ほどと違うのは、以下の部分だけです。switch文では、これだけで分岐の条件を追加できます。

case 0, 9 -> System.out.println("大当たりです");

case 1, 8 -> System.out.println("当たりです");

1つの条件で複数の処理を行う場合

次は、大当たりのケースで「ラッキー！」と表示する処理を追加しましょう。これから実装するプログラムの条件分岐は、以下のようになります。

変数randNumが0または9のときは、「大当たりです」「ラッキー！」 と表示する

変数randNumが1または8のときは、「当たりです」と表示する

それ以外のときは、「はずれです」と表示する

1つの条件で複数の処理を行う場合は、中括弧{ }で処理を囲みましょう。 これはif文と似ていますね。

case 値 -> {

処理1;

処理2;

}

では、実践しましょう。以下のようにソースコードを書いてください。

package text.section08;

public class SwitchSyntax03 {

public static void main(String[] args) {

// **TODO** 自動生成されたメソッド・スタブ

// ０～９のいずれかをランダムに生成

int randNum = (int)(Math.**random**() \* 10);

// 乱数randNumの値を出力

System.**out**.println(randNum);

// 当たりはずれの判定

switch(randNum) {

case 0,9 -> {

System.**out**.println("大当たりです");

System.**out**.println("ラッキー！");

}

case 1,8 -> System.**out**.println("当たりです");

default -> System.**out**.println("はずれです");

}

}

}

書いたプログラムを繰り返し実行しましょう。変数randNumが0または9のときに、「大当たりです」に加えて「ラッキー！」も表示されるようになっていればOKです。

このように、case句に中括弧を使うことで複数の処理を実行できます。ただしソースコードが少し複雑になるため、1行分の処理で済むなら中括弧で囲む必要はありません。

switch式とは

Java 14以降では、switch文に加えて 「switch式」 も使えるようになりました。switch式とは、switch文の条件分岐により導き出された値を、計算式のように返せる構文です。

たとえば「1 + 1」という計算式は、結果として「2」という値を返しますよね。

a = 1 + 1;

// 以下と実質的に同じ(1 + 1の結果が2として返される)

a = 2;

これと同じように、switch式は条件分岐から値を返します。例として、以下の変数「award」に代入しているのは、switch式が返した賞品名です。

award = switch(ranking) {

case 1 -> "金メダル";

case 2 -> "銀メダル";

case 3 -> "銅メダル";

default -> "参加賞";

};

仮に変数rankingが「1」なら、switch式が導き出す値は「金メダル」です。つまり、上記のソースコードは以下と実質的に同様となります。これが、switch式の「値を返す」です。

award = "金メダル";

switch式の最も基本的な書き方は、以下のとおり。

変数名1 = switch(変数名2) {

case 値1 -> 変数2が値1に等しいときに返す値;

case 値2 -> 変数2が値2に等しいときに返す値;

・・

・・

default -> 変数2がどの値とも一致しないときに返す値;

};

switch文との違いは、大まかに以下の3点です。

「=」の右辺にswitch式が来る（値を何らかの変数に代入するため）

各case句の中身は、「処理」ではなく「値」

中括弧の最後にはセミコロン（;）が必要

では、実践しましょう。以下のようにソースコードを書いてください。

package text.section08;

public class SwitchSyntax04 {

public static void main(String[] args) {

// **TODO** 自動生成されたメソッド・スタブ

int ranking = 1; //順位

String award = ""; //商品名

//順位に応じた商品名を取得

award = switch(ranking) {

case 1 -> "金メダル";

case 2 -> "銀メダル";

case 3 -> "銅メダル";

default -> "参加証";

};

//賞品名を表示

System.**out**.println(award);

}

}

上記のプログラムでは変数rankingの初期値を「1」としているため、変数awardには「金メダル」が代入されます

このようにswitch式を使うと、条件分岐から導き出された値を変数に代入できます。変数rankingの初期値を色々と変えて、表示される賞品名が変わることを確認しましょう。

まとめ

用語

switch文：1つの変数をもとに条件分岐させる構文

switch式：条件分岐により導き出された値を、計算式のように返せる構文

文法

switch文の基本的な書き方

switch(変数名) {

case 値1 -> 変数が値1に等しいときの処理;

case 値2 -> 変数が値2に等しいときの処理;

・・・

・・・

default -> 変数がどの値とも一致しないときの処理;

}

複数の条件をまとめる場合は、カンマで区切る

case 値1, 値2, 値3... -> いずれかの値に一致したときの処理

1つの条件で複数の処理を行う場合は、中括弧でまとめる

case 値 -> {

処理1;

処理2;

}

switch式の基本的な書き方

変数名1 = switch(変数名2) {

case 値1 -> 変数2が値1に等しいときに返す値;

case 値2 -> 変数2が値2に等しいときに返す値;

・・

・・

default -> 変数2がどの値とも一致しないときに返す値;

};

switch文だと、1つの変数で条件分岐したいときにスマートな書き方が可能です。ただし、if文のように大小関係を比較したり、1つの条件分岐に複数の変数を使ったりはできません。

switch文とif文、それぞれの強みを理解することが大切です。